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Background

Canonical

Proving a theorem in the Rocq Prover [9] boils down to encoding the theorem as a type, and then
finding a proof term that inhabits it. Ideally, we would like to have powerful tactics to help us find
these proof terms, but since type theory can be used to encode arbitrary mathematical theorems,
determining whether a type is inhabited is undecidable. Thus, in practice, most tactics solve
a more restricted class of problems, which can be phrased in a decidable and well-understood
theory (for instance, lia is a solver for Presburger arithmetic).

However, some tactics take a more general approach, by encoding the goal in higher-order
logic (HOL), invoking solvers such as Vampire [4], and reconstructing a proof term to close the
goal. These are known as hammers [3]. By design, these systems can only use the logical con-
nectives of HOL, cannot directly reason with dependent types, and cannot synthesize functions
or objects constructively. Additionally, hammers do not present an axiomatic proof term to the
user, as such a term would be much too large to be read.

In a recent contribution [6], Norman and Avigad introduced Canonical, the first solver for
type inhabitation in dependent type theory. Canonical searches exhaustively for terms of any
type involving dependent products (Π-types), record types, inductive types, and let definitions.

From an inhabitation solver to a Lean tactic

Canonical does not work with the type theory of any particular proof assistant – instead, it works
with its own type theory. This theory is rather barebones by default, but it can be extended
with constants and equations to simulate more sophisticated type theories such as the ones used
by Agda [1], Lean [5] and Rocq.

In order to use Canonical in Lean, Norman and Avigad have designed a tactic which encodes
the current goal in the type theory of Canonical, calls the solver on it, and finally reconstructs a
Lean proof term that the user can paste in their proof script. This tactic manages to solve 84%
of the exercices in the Natural Number Game [2], which is perhaps the most popular tutorial
for Lean. Canonical can also work with higher-order objects, for instance it manages to find a
proof term for Cantor’s diagonal argument.

Goals of the internship

The goal of the internship is to write a Rocq tactic that invokes canonical. The first step is to
encode the theory of Rocq into the type system of Canonical, which requires the intern to get



acquainted with the internals of Rocq. The second step is to write the foreign function interface
that will reify a Rocq goal and call Canonical on it. To achieve this, the intern will pick a
language for metaprogramming in Rocq such as OCaml, Metarocq [7] or Rocq-Elpi [8]. Finally,
the tactic will use the result found by Canonical to reconstruct a proof term in the syntax of
Rocq.

Required skills

The intern is expected to have some experience with functional programming, with dependent
type theory, and with the use of at least one proof assistant based on dependent type theory.

Organization

The internship will take place in the University of Strasbourg, where Pierre Boutry and Loïc
Pujet are based. Chase Norman is based in Carnegie Mellon University, Pittsburgh (USA), and
thus we will organize a weekly or bi-weekly video meeting with him.
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